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Combinatorial games are intriguing and have a tendency to engross students and lead them into a serious study of mathematics. The engaging nature of games is the basis for this thesis. Two combinatorial games along with some educational tools were developed in the pursuit of the solution of these games.

The game of Nim is at least centuries old, possibly originating in China, but noted in the 16th century in European countries. It consists of several stacks of tokens, and two players alternate taking one or more tokens from one of the stacks, and the player who cannot make a move loses. The formal and intense study of Nim culminated in the celebrated Sprague-Grundy Theorem, which is now one of the centerpieces in the theory of impartial combinatorial games. We study a variation on Nim, played on a graph. Graph Nim, for which the theory of Sprague-Grundy does not provide a clear strategy, was originally developed at the University of Colorado Denver. Graph Nim was first played on graphs of three vertices. The winning strategy, and losing position, of three vertex Graph Nim has been discovered, but we will expand the game to four vertices and develop the winning strategies for four vertex Graph Nim.

Graph Theory is a markedly visual field of mathematics. It is extremely useful for graph
theorists and students to visualize the graphs they are studying. There exists software to visualize and analyze graphs, such as SAGE, but it is often extremely difficult to learn how to use such programs. The tools in GeoGebra make pretty graphs, but there is no automated way to make a graph or analyze a graph that has been built. Fortunately GeoGebra allows the use of JavaScript in the creation of buttons which allow us to build useful Graph Theory tools in GeoGebra. We will discuss two applets we have created that can be used to help students learn some of the basics of Graph Theory.

The game of thrones is a two-player impartial combinatorial game played on an oriented complete graph (or tournament) named after the popular fantasy book and TV series. The game of thrones relies on a special type of vertex called a king. A king is a vertex, k, in a tournament, T, which for all x in T either k beats x or there exists a vertex y such that k beats y and y beats x. Players take turns removing vertices from a given tournament until there is only one king left in the resulting tournament. The winning player is the one which makes the final move. We develop a winning position and classify those tournaments that are optimal for the first or second-moving player.

(73 pages)
PUBLIC ABSTRACT

Combinatorial Games on Graphs

Trevor K. Williams

Combinatorial Games are intriguing and have a tendency to engross students and lead them into a serious study of mathematics. The engaging nature of games is the basis for this thesis. Two combinatorial games and some educational tools are presented which were developed by the author in the pursuit of the solution of these games.
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Combinatorial Games are intriguing and have a tendency to engross students and lead them into a serious study of mathematics. I, of course, speak from experience. The engaging nature of games is the basis for this thesis. As an undergraduate I took a discrete mathematics course from Dr. David Brown in which I was presented a game that was developed during a Research Experience for Teachers (RET) at the University of Colorado-Denver by Dr. Michael Ferrara. This game was a variation of the ancient game Nim played on a graph (this game will be discussed in detail later). During the RET, and as a homework assignment in Dr. Brown’s class, a strategy was developed such that the first player could always win given the appropriate starting conditions of the game when the game was played on a three vertex graph.

This homework exercise ignited my desire to pursue mathematical research. I wanted to discover a winning strategy for Graph Nim on a four vertex graph. This desire drove me to learn the basics of combinatorial game theory, which is not taught in any class on campus, and to pursue a graduate degree in mathematics. I began attending research seminars held by Dr. Brown and began to pursue research opportunities. During a research seminar meeting Dr. Brown invited Dr. Larry Langley of the University of the Pacific to present some of his research. Dr. Langley presented a special class of vertices in tournaments that he, and Dr. Kim Factor of Marquette University, had invented. During this presentation a game was discussed that Dr. Brown named The Game of Thrones after the popular fantasy series (the motivation of this name will become clear when we discuss the game in more detail). This game intrigued me and I began to pursue a winning strategy. My pursuit of a winning strategy for The Game of Thrones required me to learn more tournament theory.

Because of the complexity of The Game of Thrones, it became clear early in my research that I would not be able to analyze the game without the aid of a computer. The visual nature of the game, and Graph Theory in general, suggested that I would need a program with a Graphic User Interface (GUI). Since I had little training in practical computer science it seemed unproductive for
me to write a program with a GUI. I searched for alternate solutions and found that the open source program GeoGebra allowed automated construction and analysis through the use of JavaScript. This proved invaluable to my research, but I realized that these tools may be of great educational benefit to Graph Theory students. As stated previously Graph Theory is a very visual subject, but it is hard for students to “play” with graphs because of the time it takes to draw and manipulate graphs. I developed a couple of applets in GeoGebra as an example of how an educator might allow students to “play” with graphs to facilitate learning. Dr. Brown found a journal devoted to the use of GeoGebra in education and I prepared a manuscript to submit to this journal. My goal was not to create a plethora of Graph Theory applets in GeoGebra, but rather, inform educators that this powerful tool exists and to provide some examples of how it might be used.

The chapters of this thesis may appear to be three unconnected projects, and they are, but this thesis tells a single story. This thesis is an illustration of the effects of introducing games to students. I hope that educators will realize the power of posing a problem as a game, and recognize that this can ignite the curiosity of their students. These games may not be important in and of themselves, but they can certainly lead students to a motivated study of extracurricular mathematics.
Solving Graph Nim requires a basic understanding of combinatorial game theory. The Sprague-Grundy Theorem[5, 10] is one of the centerpieces in the theory of impartial combinatorial games and will be presented here. In order to state The Sprague-Grundy Theorem the game of Nim must first be presented. Nim is at least centuries old, possibly originating in China, but noted in the 16th century in European countries. The game is played with several stacks of tokens called heaps, and two players alternate taking one or more tokens from a single heap. The player who makes the last move wins; this is called “normal play”. Nim has been solved for any number of initial heaps and tokens, meaning there is a winning strategy for the first player provided the game meets certain initial conditions. This chapter will present the theory of Nim and the celebrated Sprague-Grundy Theorem.

First, define an associative, commutative, binary operation called the Nim-sum or Xor (which is short for “exclusive or”), and denoted ⊕. The Nim-sum is used to calculate what is called the Nimber of a game of Nim. The Nimber is simply the Nim-sum of all the heaps of the game, and is vital in determining the winning strategy of the game. This operation will be defined using an example. Figure 1.1 shows a position in a game of Nim, it contains three heaps that have 6, 7, and 8 tokens. In order to calculate the Nimber of this game the heap sizes must first be converted to
binary numerals. Doing this for the example the following numerals are obtained

\[
6 \rightarrow 0110 \\
7 \rightarrow 0111 \\
8 \rightarrow 1000
\]

Now to calculate \((6 \oplus 7) \oplus 8\) the binary representations of 6, 7, and 8 are added digit-wise, but adding the digits as follows: \(1 + 0 = 0 + 1 = 1, 0 + 0 = 0,\) and \(1 + 1 = 0.\) Another way to think of this is that digits that are different add to 1, and digits that are the same add to 0, so

\[
\begin{align*}
0110 \\
\oplus 0111 \\
\hline
0001 \\
\oplus 1000 \\
\hline
1001
\end{align*}
\]

Next the result is converted back to a decimal numeral \(1001 \rightarrow 9\) to obtain the Nimber, so \(6 \oplus 7 \oplus 8 = 9.\)

If the Nimber of a game is equal to zero then the game is in a losing position, meaning that no matter what move a player makes, they cannot win. The game in Figure 1.1 is not in a losing position, but can be reduced to a losing position in a single move. If a player selects the heap with 8 tokens and removes seven of them the resulting game is in the losing position. This game, depicted in

![Figure 1.2: A Game of Nim in a Losing Position](image)

Figure 1.2, has three heaps that have 1, 6, and 7 tokens, and \(1 \oplus 6 \oplus 7 = 0\) using the Nim-sum operation. How does a player determine what tokens to remove in order to put the game into the losing position?

The beauty of Nim and The Sprague-Grundy Theorem is that there is an easy predictable strategy for the game. Now assume that the game in Figure 1.1 is the starting position of a game
of Nim, the first player must pick a heap and remove any number of tokens they like. In order to determine which heap to pick they will first calculate the Nimber of the game, which was previously calculated as $6 \oplus 7 \oplus 8 = 9$. Now that the player knows the Nimber, 9, they will calculate the Nim-sum of the size of each heap with the Nimber.

$$6 \oplus 9 = 15$$
$$7 \oplus 9 = 14$$
$$8 \oplus 9 = 1$$

When they did this only a single Nim-sum was less than the size of the initial heap, $8 \oplus 9 = 1$, then to put the game in the losing position they simply reduce the heap of size 8 to one of size 1, which is the position in Figure 1.2. It has been proven that if the starting position does not have a Nimber of 0, then the first player can always make a move to a position that has a Nimber of 0, and can therefore always win[1].

1.1

The Sprague-Grundy Theorem

The Sprague-Grundy Theorem only applies to impartial, sequential games with perfect information, or impartial combinatorial games. Impartial means that a player’s move depends only on the position of the game. Another way to think about this is that the game does not have pieces for each player. Chess and Tic-tac-toe are examples of partisan games; Nim is an example of an impartial game. If a game has perfect information each player is perfectly informed of all the events that have previously occurred including the initial position of the game. Sequential means each position of the game is obtained by manipulating the previous position. Poker is an example of a game that is not sequential and does not have perfect information. It is not sequential because each hand does not rely on the previous hand and it does not have perfect information because players are not aware of which cards the other players have. Nim is both sequential and has perfect information. Now the Sprague-Grundy Theorem states:

**Theorem** (Sprague 1935, Grundy 1939). *Every impartial combinatorial game under the normal play convention is equivalent to a Nimber.*

The Sprague-Grundy Theorem means that there is some function that assigns numbers, called Grundy Numbers, to the positions of an impartial combinatorial game and each Grundy number
is equivalent to a Nimber. So if the appropriate function for a game can be determined, then the losing positions of the game, which are when the Grundy number is equal to zero, are known. In order to present this function some Graph Theory basics will first be introduced.

1.2 Graph Theory Basics

Graph Theory is the study of objects and the relationships between them. These objects and their relationships are studied using graphs. A graph in Graph Theory is a collection of vertices (which represent the objects) and edges (which represent the relationships between the objects). Graphs are usually defined as an ordered pair, $G = (V, E)$, where $V$ is called the vertex set and is a set of objects, and $E$ the edge set contains subsets of size two of $V$. Two vertices, $u, v$, are called adjacent if $\{u, v\} \in E$. The 2-set $\{u, v\}$ is an edge. An edge is incident to a vertex if the vertex is contained in the edge.

It is often convenient to represent a graph as a diagram. For example consider the graph, $G$, with vertex set

$$V = \{A, B, C, D\}$$

and edge set

$$E = \{\{A, B\}, \{B, C\}, \{C, D\}, \{A, D\}, \{B, D\}\}$$

This diagram is shown in Figure 1.3. It is common to refer to these diagrams as graphs themselves.

The vertices in a graph can represent any set of things, or they may represent nothing and be objects in and of themselves. Graphs can be used to study one-way or two-way relationships. For example, if the vertices in a graph represent people and the edges represent marriage the graph represents a two-way relationship. If Joe is married to Sally, then Sally has to be married to Joe. Marriage is a two-way relationship, two-way relationships are called symmetric. If the vertices in a graph represent sports teams and the edges represent beating a team, then the graph is depicting one-way relationships. If The New York Yankees beat the Boston Red Sox, then the Boston Red Sox did not beat the New York Yankees. When edges represent a one-way relationship they are called arcs and are represented by an arrow to show which way the relationship is going; in other words the edges are ordered pairs of vertices. Graphs that show only one-way relationships are called Directed Graphs, or Digraphs for short. Figure 1.3 shows a graph with four vertices and five edges. In this graph vertices A and D are adjacent, but vertices A and C are not. Edges are generally named
based on the vertices they connect. For example, the edge that connects A and D, may be called edge AD. Also, note that AD is incident to vertex A and to vertex D.

1.3 The Sprague-Grundy Function

The Sprague-Grundy Theorem shows that there is some function that assigns Grundy Numbers to the positions of an impartial combinatorial game. The function requires the construction of a graph. This graph is built by creating a vertex for the initial position of the game. Next, a vertex for each position that can be obtained by a single move from the initial position of the game is created, and an arc from the first vertex to each of the new vertices is added. The process is continued for each new vertex until a vertex for each possible position of the game has been created. Figure 1.5 is an example of how such a graph would look. These graphs will be referred to as Sprague-Grundy Graphs.
Figure 1.5: An Example of a Sprague-Grundy Graph

The vertices of this graph will be labeled using the following algorithm. Start by labeling all vertices with no arcs leaving them “P”, these are the terminal (final) positions of the game. Next label any vertex with an arc pointing to a “P” vertex as “N”. Then label any vertex only pointing to “N” vertices as “P”. Repeat these steps until every vertex is labeled. If this process is applied to the graph in Figure 1.5, the graph in Figure 1.6 is obtained.

Figure 1.6: A Labeled Sprague-Grundy Graph

Now a function called \( \text{mex} \) (which is short for minimum excluded value), will be used to assign Grundy Numbers to these positions. The \( \text{mex} \) function takes a set and outputs the minimum excluded non-negative integer; for example:

\[
\text{mex}(1, 3, 5, 6) = 0 \\
\text{mex}(0, 2, 4, 7) = 1
\]

Begin by assigning the number 0 to all terminal positions. Now all vertices that only point to terminal positions will receive a \( \text{mex} \) value of 1. Then for every other vertex assign the value given by the \( \text{mex} \) of all the vertices they point to[2]. Doing this for the example the values shown in Figure 1.7 are obtained. Then by The Sprague-Grundy Theorem, these Grundy Numbers are equivalent to a Nimber. Therefore, the positions that were assigned a value of zero are the losing positions of the
game, note that all “P” vertices received a value of 0. The winning strategy is given by the graph, a player simply has to move the game to a position that has a Grundy Number of 0 on each turn. We know that this is always possible given that the game did not start at a position with Grundy Number 0, because each Grundy Number is equivalent to a Nimber.
CHAPTER 2
GRAPH NIM

2.1
Introduction

Recall the game of Nim described in the Introduction. Nim consists of several stacks of tokens called heaps, and two players alternate taking one or more tokens from a single heap. Now consider a generalization of this game in which the heaps are arranged in some order, and certain pairs of heaps are associated. Then, instead of selecting a single heap to remove tokens from a player can now select heaps that are associated and remove any number of tokens from any of those heaps. For example, Figure 2.1 shows a game of the example game of Nim from the last chapter. In this example the heaps are associated in a triangular shape. Now a player can select any two heaps to remove tokens from. With more heaps we could develop even more complex arrangements.

This game can be visualized using a generalization of a graph which allows multiple edges between vertices. We may model this variation of Nim to with a graph by letting the heaps be edges, and associated heaps incident to some common vertex. Then on their turn each player selects a vertex and then removes any number of edges incident to that vertex. This game is called Graph Nim. An example of a position of this game is given in Figure 2.2.

This generalization of Nim is similar to another generalization of Nim called Circular Nim[3]. In Circular Nim the heaps are arranged in a circle and, for a given k, a player may select k consecutive
heaps to remove tokens from. Graph Nim differs from this in that the arrangement of the heaps need not be circular and the number of heaps a player may remove tokens from is given by the adjacencies of the graph. Graph Nim is not easily solved with the use of the Sprague-Grundy Theorem (which will be discussed later), but we use arguments that rely on the structural properties of the graphs. However, winning strategies and losing positions must be discovered on a graph-by-graph basis.

2.2

Graph Nim on a 3-vertex Graph

We will begin with Graph Nim on a 3-vertex graph, as shown in Figure 2.2. The winning strategy and losing position for this graph have been discovered at a Research Experience for Teachers at the University of Colorado-Denver. It is also commonly assigned as a homework problem in Dr. David Brown’s Discrete Mathematics course, but this winning strategy and losing position have yet to be published, and will therefore be presented here.

Before presenting the losing position of 3-vertex Graph Nim, we will first present a detailed example of how this game is played for clarity. Let the starting position of this example game be the graph shown in Figure 2.2.
The first player begins by selecting a vertex and now can delete any edges incident to that vertex. Suppose the top vertex is selected and one edge is removed.

So Player 1 selects the bottom left vertex and deletes an edge incident to it.

Now the second player has this new graph to play on:

Then Player 2 has this graph to play on:

So the second player selects a vertex and can delete any edges incident to that vertex.

They select the following vertex and delete two edges incident to it.

This gives Player 1 the following graph to play on:

Player 1 plays on this graph and can simply remove the last edge and therefore wins.

Figure 2.3: An Example of How Graph Nim is Played

This example also shows the winning strategy for Graph Nim on a 3-vertex graph. When the game was reduced to a triangle Player 2 had no way to win. No matter what vertex Player 2 had selected they could only remove 1 or 2 edges. In either case all edges left in the game are incident to the same vertex and therefore Player 1 can win. This leads to the following theorem.
Theorem. The losing position of Graph Nim played on 3-vertex graph is any 3-vertex graph such that there are an equal number of edges incident to every vertex.

This theorem will be proved shortly, but first, some notation will be introduced. When playing Graph Nim on a 4-vertex graph it can be cumbersome to draw multiple edges between the vertices, as seen in Figure 2.5, therefore we will introduce a new way to represent the heaps.

Definition. Define \( w(x, y) \in \mathbb{N} \) to be the weight on the edge incident to the vertices \( x \) and \( y \).

Now Graph Nim will be played as follows; on their respective turns each player selects a vertex and can reduce the weight of any number of edges incident to that vertex by non-negative integer amounts. On their turn a player must reduce the weight of at least 1 edge by at least 1, once an
edge is weighted zero it can no longer be played. The winning player is the player that reduces the last edge to a weight of zero. A position of Graph Nim is given by the function $p(G)$ that assigns weights to the edges of a graph, $G$. The losing position of a game will be denoted $Lp(G)$. Also, let $K_n$ denote the complete graph on $n$ vertices, that is, the $n$-vertex graph with each pair of vertices adjacent. Now the previous theorem will be restated using this new language.

**Theorem 1.** $Lp(K_3) = \{w(A, B), w(A, C), w(B, C) | w(A, B) = w(A, C) = w(B, C)\}$.

**Proof.** Examine the simplest losing position possible in the game, which is when all the edges are weighted 1. If the all of the edges are weighted 1 on Player 1’s turn they must pick a vertex, and can reduce the weight of either one or two edges. If Player 1 reduces the weight on two edges to zero, then there is only one left for Player 2 to reduce to zero. If Player 1 reduces only one edge weight to zero then the resulting graph will have a vertex that is incident to 2 edges and two vertices incident to 1 edge, Player 2 simply has to pick the vertex incident to 2 edges and can then reduce the weight of the final two edges to zero. By the same argument, if all the edges have weight 2 then Player 2 can either force all the edges to have weight 1 or win the game. Since on any move a player can reduce edge weights by any integer value greater than or equal to 1, any game position in which all edges have equal weight will also be a losing position. 

2.3 Graph Nim on a 4-vertex Graph

The winning strategy and losing position for every 4-vertex graph will be presented in this section. Determining how many unique graphs exist for a given number of vertices is an interesting problem in and of itself and requires group theoretic results such as Burnside’s Lemma and Pólya’s Theorem[6]. A combinatorial argument gives the number of labeled graphs for a given number of vertices. First, determine the number of possible edges. Consider the maximum number of edges in a graph with $n$ vertices, select a vertex, this vertex can be adjacent to at most $n - 1$ other vertices. Now there are $n$ vertices that can be adjacent to $n - 1$ other vertices, but since each edge is incident to exactly 2 vertices every edge is counted twice, therefore the maximum number of edges in a graph with $n$ vertices is given by

$$m = \frac{n(n - 1)}{2}.$$ 

Now, to count the number of labeled graphs consider that each edge may or may not be included, this means that for every edge there are exactly two options (include the edge or don’t). Therefore,
the number of labeled graphs with \( n \) vertices is given by

\[ 2^m. \]

For Graph Nim the labeling of a graph is not important, although the graphs will be labeled for notation’s sake. For example, Figure 2.6 shows two graphs that are labeled differently, and are therefore counted as different graphs in the counting method previously described. However, if \( w(A, D) \) in graph \( G \) is equal to \( w(B, D) \) in graph \( H \) and \( w(B, C) \) in graph \( G \) is equal to \( w(A, C) \) in graph \( H \), then they are identical positions of Graph Nim. Therefore, the number of distinct unlabeled graphs is needed.

![Figure 2.6: Example Showing that Labeling is not Important for Graph Nim](image)

Frank Harary and Edgar M. Palmer describe the process of applying Pólya’s Theorem to counting unlabeled graphs\([6]\). This process (which will be omitted here for simplicity) removes all duplicate graphs when the labeling is removed, and gives the number of distinct unlabeled graphs with 4 vertices by the polynomial

\[ g_4(x) = 1 + x + 2x^2 + 3x^3 + 2x^4 + x^5 + x^6. \]

One interesting thing about this polynomial is that the coefficient of \( x^m \) gives the number of graphs with exactly \( m \) edges, and evaluating the polynomial at \( x = 1 \) is simply summing the coefficients, and hence gives the number of different graphs on 4 vertices.

By the given polynomial there are \( g_4(1) = 11 \) distinct graphs with 4 vertices and they are shown in Figure 2.7. In this section a winning strategy will be given for each of these 11 graphs. These 11 graphs will be referred to by their common graph theoretic names, and therefore some notation will be introduced. Recall from the last section that a complete graph with \( n \) vertices (the
Figure 2.7: Every Distinct 4-vertex Graph

A graph \( G \) is a path on \( n \) vertices, denoted \( P_n \), if it contains \( n \) vertices which can be ordered so that two vertices are adjacent if and only if they are consecutive in the ordering. A graph \( G \) is a cycle on \( n \) vertices, denoted \( C_n \), if it contains \( n \) vertices and \( n \) edges and whose vertices can be placed around a circle so that two vertices are adjacent if and only if they appear consecutively along the circle. The complement of a graph \( G \), denoted \( \overline{G} \), is a graph with the same vertex set as \( G \), but two vertices are adjacent in \( \overline{G} \) if and only if they are not adjacent in \( G \). The union of two graphs, \( G \) and \( H \), denoted \( G \cup H = (V(G) \cup V(H), E(G) \cup E(H)) \), is the graph whose vertex set is the union of the vertex sets of \( G \) and \( H \) and the edge set is the union of the edge sets of \( G \) and \( H \). The union of \( t \) copies of the same graph, \( G \), is denoted \( tG \). A graph \( G \) is bipartite if its vertex set is the union of two disjoint independent sets called partite sets of \( G \). A complete bipartite graph is a bipartite graph such that two vertices are adjacent if and only if they are in different partite sets. When the partite sets in a complete bipartite graph have sizes \( m \) and \( n \), we denote this graph by \( K_{m,n} \).[11]

First, consider \( \overline{K_4} \) which is depicted in Figure 2.8. Clearly, since this graph contains no edges Graph Nim cannot be played on this graph, it may be useful to think of this graph as the terminal position for every game of Graph Nim on any 4-vertex graph.

Now examine \( 2K_2 \), depicted in Figure 2.9, and \( K_2 \cup 2K_1 \), depicted in Figure 2.10. For both of these graphs every vertex is incident to at most 1 edge, so when a player selects any vertex they can reduce at most 1 edge weight. This means that both of these graphs are simply Nim with 2 and 1 heap respectively, because a player can only reduce one edge weight at a time. The winning strategy for Nim was given in Chapter 1. A player would Nim-sum the weights of every edge to obtain the
Nimber for the position, then they would calculate the Nim-sum of each edge with the Nimber in order to determine which edge weight to reduce and how much to reduce it.

Now consider $K_{1,2} \cup K_1$, depicted in Figure 2.11, and $K_{1,3}$, depicted in Figure 2.12. In both
of these graphs all of the edges are incident to a single vertex. Therefore, the first player can simply
select the vertex that is incident to every edge and reduce the edge weight for every edge to $0$. These
positions can be won in a single move.

![Figure 2.11: $K_{1,2} \cup K_1$](image1)

![Figure 2.12: $K_{1,3}$](image2)

Now consider $C_4$, depicted in Figure 2.13. This graph is nontrivial, so we prove the following
theorem about it’s losing position.

**Theorem 2.** $Lp(C_4) = \{ w(A, B), w(B, C), w(C, D), w(D, A) | w(A, B) = w(C, D) \text{ and } w(B, C) = w(D, A) \}$, where the labeling is as in Figure 2.13.

**Proof.** Examine the simplest losing position possible in the game, which is when all the edges are
weighted 1. If all of the edges are weighted 1, on Player 1’s turn they must pick a vertex, and can
reduce the weight of either one or two edges. If Player 1 reduces the weight on two edges to zero,
then there will be one vertex that is incident to the remaining 2 edges with weight greater than zero;
Player 2 then simply has to select that vertex and reduce those 2 edges’ weights to zero. If Player 1
reduces only one edge weight to zero then there will be 2 vertices incident to 2 edges, and the other 2 vertices will be incident to 1 edge. Without loss of generality let A and B be the vertices incident to 2 edges. If Player 2 selects either A or B and sets $w(A, B) = 0$, then the resulting game will only consist of 2 edges which are not incident to the same vertex. Therefore, Player 1 must reduce 1 of the 2 edge weights to zero and Player 2 will be able to reduce the other edge weight to zero. Since on any move a player can reduce edge weights by any integer value greater than or equal to 1, any game position in which opposite edges have equal weight will also be a losing position (note: in a graph on 4 vertices, if an edge $xy$ is incident to two vertices, $x$ and $y$, then the opposite edge is the edge that is not incident to either $x$ or $y$).

The winning strategy for Graph Nim on $C_4$ is to reduce the graph to the losing position. This can always be done: Player 1 simply has to select the vertex that is not incident to the 2 edges with the lowest weights and reduce the edges incident to that vertex to the same weight as the edge opposite it. If the initial position of the graph is the losing position, then Player 1 cannot win. This losing position was also found by M. Dufour and S. Heubach in the context of another variation of Nim called Circular Nim[3].

Now consider the strategy for Graph Nim on $P_4$, depicted in Figure 2.14. This is a special case of $p(C_4)$ where one of the edges already has an edge weight of zero, therefore, the winning strategy for Graph Nim on this graph is given by the winning strategy for Graph Nim on $C_4$. Without loss of generality let $w(A, D) > w(B, C)$, then Player 1 would simply select vertex A and reduce $w(A, B) = 0$ and $w(A, B) = w(B, C)$ the game is now in the losing position for Graph Nim on $C_4$.

Now consider $K_3 \cup K_1$. This graph will have the same strategy as Graph Nim on $K_3$ because there is an isolated vertex. This strategy is discussed in the previous section.
Next consider $K_{1,2} \cup K_1$, which is depicted in Figure 2.16. None of the winning strategies that have been presented thus far apply to this Graph Nim on this graph, and so we prove the following nontrivial theorem.

**Theorem 3.** *Without loss of generality* $L_p(K_{1,2} \cup K_1) = \{w(A,D), w(D,C), w(D,B), w(C,B) \mid w(C,B) > w(A,D), w(D,C) \text{ and } w(D,B)\}$.  

*Proof.* If $w(C,B) > w(A,D), w(D,C)$ and $w(D,B)$ then Player 1 cannot reduce the game to $L_p(K_3)$ or $L_p(C_4)$ and therefore cannot win the game on the first move. 

The winning strategy for $K_{1,2} \cup K_1$ is determined by $L_p(C_4)$. If the graph is labeled as in Figure 2.16 Player 1 will select vertex D, and reduce $w(D,C)$ and $w(D,B)$ to zero. Player 1 will also reduce $w(A,D)$ such that $w(A,D) = w(C,B)$. This will result in $L_p(C_4)$ for Player 2 to play on. This strategy has the condition that $w(A,D) \geq w(C,B)$. If this condition is not met, there is an alternative strategy based on $L_p(K_3)$. In this strategy Player 1 will again select vertex D, then reduce $w(A,D), w(D,B)$, and $w(D,C)$ such that $w(A,D) = 0$ and $w(D,C) = w(D,B) = w(C,B)$. This will
result in $Lp(K_3)$ for Player 2 to play on. This strategy has the conditions that $w(D, B) \geq w(C, B)$ and $w(D, C) \geq w(C, B)$.

![Figure 2.16: $K_{1,2} \cup K_1$](image)

![Figure 2.17: $K_4$](image)

The winning strategy for Graph Nim on $K_4$ is based on $Lp(K_{1,2} \cup K_1)$. Player 1 begins by finding the maximum edge weight in $p(K_4)$ the edge with this weight will be incident to 2 vertices, $x$ and $y$; Player 1 should select one of the 2 vertices, $a$ and $b$, that this edge is not incident to. Without loss of generality suppose Player 1 selects vertex $a$. Player 1 should then reduce $w(a, x), w(a, y)$ and $w(a, b)$ such that $w(a, x) = w(a, y) = 0$ and $0 < w(a, b) < w(x, y)$. Unless $w(x, y) = w(b, x) = w(b, y)$ the game will be reduced to $Lp(K_{1,2} \cup K_1)$ for Player 2 to play on. This strategy will always work unless $w(x, y) = w(b, x) = w(b, y) = w(a, x) = w(a, y)$, but if $w(x, y) = w(b, x) = w(b, y) = w(a, x) = w(a, y)$ then Player 1 can select any vertex and remove all incident edges, the resulting position will be $Lp(K_3)$.

The winning strategy for Graph Nim on $K_2 \cup 2K_1$, depicted in Figure 2.18, is the same as the winning strategy for Graph Nim on $K_4$, but with an extra condition. Again Player 1 begins by
finding the maximum edge weight as in the strategy presented for Graph Nim on $K_4$ the edge with this weight will be incident to 2 vertices, $x$ and $y$, and not incident to 2 vertices, $a$ and $b$. Because $K_2 \cup 2K_1$ only has 5 edges there is the possibility that $w(a, b) = 0$ in which case Player 1 cannot reduce the game to $L_p(K_{1,2} \cup K_1)$. If this is the case then Player 1 can only win if the game can be reduced to $L_p(C_4)$ or $L_p(K_3)$.

The losing positions and winning strategies for all 4-vertex graphs have now been developed. Some of these strategies and observations can be applied to graphs with more than 4 vertices.

2.4 Graph Nim on Other Graphs

As mentioned above, some of the losing positions and winning strategies can be applied to graphs with more than 4 vertices. For example, in the last section it was observed that Graph Nim on $2K_2$ was essentially Nim with 2 heaps. This can be generalized to any disjoint union of $K_2$’s, because a player can only reduce the weight of a single edge weight in any given move. Also, Graph Nim on $K_{1,2} \cup K_1$, and $K_{1,3}$ could be won in a single move, because all the edges are incident to a single vertex. This can also be generalized to any graph where all the edges are incident to a single vertex, which can be denoted $K_{1,n}$.

Since all the edges in a $K_{1,n}$ are incident to a single vertex we can think of the entire graph as a single heap in a game of Nim. This leads to another generalization of the winning strategies discussed earlier. Since $K_{1,n}$ can be thought of as a single heap then Graph Nim on any disjoint unions of $K_{1,n}$ is essentially Nim. Therefore, a winning strategy for Graph Nim played on $K_{1,n} \cup K_{1,m} \cup \cdots \cup K_{1,r}$ has been developed. Notice that a $K_2$ can also be denoted $K_{1,1}$, and therefore a disjoint union of
$K_2$'s is a special case of a disjoint union of complete bipartite graphs where one of the partite sets has size 1.
Table 2.1: A Summary of the Winning Strategies for Graph Nim on 4-vertex Graphs.

<table>
<thead>
<tr>
<th>Summary of Strategies</th>
</tr>
</thead>
<tbody>
<tr>
<td>* . . . Trivial</td>
</tr>
<tr>
<td>* . . Equivalent to Nim</td>
</tr>
<tr>
<td>* . . Equivalent to Nim</td>
</tr>
<tr>
<td>* . . Reduce to $L_p(C_4)$ by reducing edge weights of opposite edges to be equal</td>
</tr>
<tr>
<td>. . . Equivalent to Nim</td>
</tr>
<tr>
<td>. . . Reduce to $L_p(C_4)$ by reducing edge weights of opposite edges to be equal</td>
</tr>
<tr>
<td>. . . Equivalent to Nim</td>
</tr>
<tr>
<td>. . . Reduce to $L_p(C_4)$ by reducing all edge weights to be equal</td>
</tr>
<tr>
<td>. . . Reduce to $L_p(K_3)$ by reducing all edge weights to be equal</td>
</tr>
<tr>
<td>. . . Reduce to $L_p(K_{1,2} \cup K_1) = {w(C, B) &gt; w(A, D), w(D, C) and w(D, B)}$</td>
</tr>
<tr>
<td>. . . Reduce to $L_p(K_3), L_p(C_4), or L_p(K_{1,2} \cup K_1)$ depending on edge weights</td>
</tr>
<tr>
<td>. . . Reduce to $L_p(K_3), L_p(C_4), or L_p(K_{1,2} \cup K_1)$ depending on edge weights</td>
</tr>
</tbody>
</table>
Sprague-Grundy Theorem and Graph Nim

Graph Nim is an impartial combinatorial game and as such The Sprague-Grundy Theorem applies. Recall from the Introduction:

**Theorem** (Sprague 1935, Grundy 1939). *Every impartial combinatorial game under the normal play convention is equivalent to a Nimber.*

The application of The Sprague-Grundy Theorem to Graph Nim will be presented here in detail.

**Sprague-Grundy and 3-vertex Graph Nim**

First examine The Sprague-Grundy Theorem applied to a graph with 3 vertices and edge weights restricted to be less than or equal to 1. Then the possible positions are simply the number of graphs with 3 vertices which is $4^3$. These positions are depicted in Figure 2.19.

The Sprague-Grundy Graph for these possible positions is the graph depicted in Figure 2.20. The careful observer might notice that this is the graph that was used as an example in the introduction, therefore the Grundy number associated with each vertex is already known.

![Figure 2.19: All Possible Positions of 3-vertex Graph Nim when Edge Weights are Less Than or Equal to 1](image)

This confirms the losing position stated in Theorem 1, but the edge weights have been restricted to be less than or equal to 1. Now examine The Sprague-Grundy Graph with the edge weights less than or equal to 2. Then the number of possible positions has been expanded. Figure 2.21 shows the new positions that are possible if the edge weights are less than or equal to 2.
Figure 2.20: Sprague-Grundy Graph of 3-vertex Graph Nim when Edge Weights are Less Than or Equal to 1

Now adding these new positions into our Sprague-Grundy Graph, depicted in Figure 2.22, the graph has become a lot more complicated. Six vertices and 22 arcs were added to the graph, but through labeling the graph and using the \(\text{mex} \) function to calculate the Grundy Numbers, shown in Figure 2.23, there is only added one new vertex with Grundy Number zero, that is position E. This, also, confirms Theorem 1.

The Sprague-Grundy Graph confirms our losing position. Now an example of how this graph informs our winning strategy will be shown. Start with the labeled Sprague-Grundy Graph if the starting position is the graph in Figure 2.2.

Figure 2.21: New Positions that are Possible if the Edge Weights are Less Than or Equal to 2 in 3-vertex Graph Nim.
Figure 2.22: Sprague-Grundy Graph of 3-vertex Graph Nim when Edge Weights are Less Than or Equal to 2

Figure 2.23: Labeled Sprague-Grundy Graph of 3-vertex Graph Nim when Edge Weights are Less Than or Equal to 2

Figure 2.24: Labeled Sprague-Grundy Graph for the Starting Position in Figure 2.2
We will walk through the example in Figure 2.3, but we will keep track of where we are on the Sprague-Grundy Graph. We will depict what vertex we are at by coloring the vertex red.

The first player begins by selecting a vertex and now can delete any edges incident to that vertex.

Now the second player has this new graph to play on.

So the second player selects a vertex and can delete any edges incident to that vertex.
This gives Player 1 the following graph to play on

So Player 1 selects the following vertex and deletes an edge incident to it

Then Player 2 has this graph to play on

They select the following vertex and delete two edges incident to it
Player 1 plays on this graph and can simply remove the last edge and therefore wins.

![Figure 2.25: An Example of Game Play and the Sprague-Grundy Graph](image)

Player 1 used the winning strategy in this example. The Grundy Numbers weren’t shown in the example, but referencing Figure 2.24. Player 1 always moved the game to a “P” position, or a position with Grundy Number 0, and Player 2 was always forced to move to a “N” position. This strategy allowed Player 1 to win regardless of Player 2’s moves. This also helps illustrate why if the game starts in a losing position the game is Player 2 optimal.

**Sprague-Grundy and 4-vertex Graph Nim**

Now do the same thing for 4-vertex Graph Nim. Let the edge weights be restricted to be less than or equal to 1. Then the possible positions are simply the number of graphs with 4 vertices which is 11[6]. These positions are depicted in Figure 2.26. The Sprague-Grundy Graph for these positions is the graph in Figure 2.27.

Labeling the graph and assigning Grundy Numbers with the mex function, the graph in Figure 2.28 is obtained. The graph shows that positions D, F, and J are losing positions which confirm the findings in Theorem 1 and Theorem 2.
Conclusion

It is possible to use the Sprague-Grundy Theorem on Graph Nim. Examples have been shown for 3 and 4-vertex Graph Nim. The problem is that the Sprague-Grundy Graphs are huge and therefore are not practical. Arguments can be made about the adjacency in these graphs to deduce which vertices have to be a “P” vertex and have Grundy Number zero, but they would be similar to the arguments made without using the Sprague-Grundy Theorem.

2.6

Future Work

The winning strategies and losing positions for Graph Nim on 3 and 4-vertex graphs have been discovered, but there are many more graphs to work on. The obvious next step is to find winning strategies and losing positions for Graph Nim on 5-vertex graphs. Any 5-vertex graph with an isolated vertex is equivalent to a position of Graph Nim on 3 or 4 vertices. Also, any 5-vertex graph that is a disjoint union of complete bipartite graphs where one of the partite sets is size 1 has been solved. This takes care of a lot of the 5-vertex graphs, but doesn’t solve them all. The Sprague-Grundy Theorem might be useful for discovering the “base” losing positions. The Sprague-Grundy Graph for 5-vertex Graph Nim when edge weights are less than or equal to 1 could be built,
Figure 2.27: Sprague-Grundy Graph of 4-vertex Graph Nim when Edge Weights are Less Than or Equal to 1
Figure 2.28: Labeled Sprague-Grundy Graph of 4-vertex Graph Nim when Edge Weights are Less Than or Equal to 1
and used to find the “P” positions. This would be difficult, however, because there are 34 possible positions, even under the edge weight restriction. The Sprague-Grundy Theorem can also be applied to Circular Nim to confirm and extend the results of Dufour and Heubach.

There are also variations of the game that might be interesting to pursue. In standard Graph Nim the weighting of our edges was restricted to non-negative integers, but variations of the game could be played with other weight schemes, for example:

- Integer weighting and on a player’s move they must choose a vertex and an operation (either addition or subtraction) then the player can add or subtract any integer amount from any edge incident to that vertex.

- Rational weighting and on a player’s turn they must pick a vertex and must multiply the weights of any edges incident to the vertex by some fixed integer that they can split any way they see fit. Instead of reducing the weights to zero the goal is to get the weights to 1.
CHAPTER 3
GEOGEBRA

My research on graph games led to a search for a program that could build and manipulate graphs in an automated fashion. GeoGebra suits those needs perfectly. While this was invaluable to this research there is also great potential in this tool for educators.

Graph Theory is a markedly visual field of mathematics. It is extremely useful for graph theorists and students to visualize the graphs they are studying. There exists software to visualize and analyze graphs, such as SAGE, but it is often extremely difficult to learn how use such programs. The tools in GeoGebra make pretty graphs, but there is no automated way to make a graph or analyze a graph that has been built. Fortunately GeoGebra allows the use of JavaScript in the creation of buttons which allow us to build useful Graph Theory tools in GeoGebra. We will discuss two applets that were created to serve as an example of how GeoGebra can be used to help students learn some of the basics of Graph Theory.

Remark. The JavaScript code used to generate these applets is displayed along with the text. In each piece of code there are comment lines meant to inform the reader how each piece of code is accomplishing our ultimate goal.

3.1
Graphs and Adjacency Matrices

There are many ways a graph can be represented, so far we have been looking at visual representations of graphs. Another way a graph can be represented is by an adjacency matrix. Let $G$ be a graph on $V(G) = \{v_1, \ldots, v_n\}$. The adjacency matrix of $G$ is the $(0,1)$-matrix $A = [a_{ij}]$ with $a_{ij} = 1$ if and only if $\{v_i, v_j\} \in E(G)$. Figure 3.1 shows an example of a graph and its adjacency matrix.

The first Applet creates a random graph with 1 to 10 vertices and will generate the corresponding adjacency matrix. This applet consists of two JavaScript buttons. The first creates
the random graph. The Matrix is created using a separate button so that students can practice converting a graph to an adjacency matrix and check.

**Generating the Graph**

In order for this applet to be useful students need to be able to use it repeatedly, therefore the first thing the button must do is delete any previous graphs and adjacency matrices.

```javascript
for (var i=0; i < 11; i++) {
    ggbApplet.deleteObject("V_{"+i+"}");
}
ggbApplet.deleteObject("text1");
ggbApplet.deleteObject("text2");
```

Next a random number between 1 and 10 is created. This will be the number of vertices in the graph. This number will need to be stored in GeoGebra so that it can be used in the Matrix button. Then the vertices are created and polar coordinates are used to space them evenly.

```javascript
// Generate a random number of vertices
var n= Math.floor((Math.random() * 10) + 1);

// Store the number of vertices in GeoGebra for other button
```

Figure 3.2: Deleting Previous Graphs and Matrices
```javascript
// Create the vertices so that they are evenly spaced (using polar coordinates)
for (var k = 0; k < n; k++) {
    ggbApplet.evalCommand("V_{k}=(4;({k}*360/{n})");
}

// Make all the points bigger
for (var m = 0; m < n; m++) {
    ggbApplet.setPointSize("V_{m}", 5);
}
```

Figure 3.3: Creating a Random Number of Vertices

After creating the vertices randomly and getting them spaced nicely then edges are created randomly.

```javascript
for (var q = 0; q < n; q++) {
    // Generate a random number associated with vertex q.
    var r = Math.random();
    for (var w = 0; w < n; w++) {
        // Generate a random number associated with vertex w.
        var t = Math.random();
        // If there is already an edge between the vertices, do nothing
        if (ggbApplet.exists("e_{{w},q}"))
            break;
        // If the edge doesn’t exist do the following
        else {
            // Condition on the random numbers for vertices q and w to create random edges
            if (r < .7 && t < .7)
                // if w and q are the same vertex do nothing
                if (w == q)
                    break;
            // if not make the edge
            else {
                ggbApplet.evalCommand("e_{w,q}=Segment[V_{w},V_{q}]");
                break;
            }
        }
    }
}
```

Figure 3.4: Creating Random Edges
Generating the Matrix

Now that a graph has been created randomly the associated adjacency matrix needs to be created. This would not be possible in GeoGebra if JavaScript code had not been used to name the edge segments so that incidence was implied by the name of the edge. This code checks segment names to determine if two vertices are adjacent and builds a matrix.

```javascript
// Get the number of vertices from geogebra
var n = ggbApplet.getValue("n");

// Create an empty string to put our matrix values in later
var matrix = ""

for (var i=0; i<n; i++){
    // Create an empty array so that the edges can be given a value
    var e=[]
    for (var j=0; j<n; j++){
        // If there is an edge between vertex i and j then make variable e[i,j]=1
        if (ggbApplet.exists("e_{"+i+","+j+"}") || ggbApplet.exists("e_{"+j+","+i+"}")){
            e[i,j] = "1"
        }
        // Otherwise make the value of e[i,j]=0
        else {
            e[i,j]="0"
        }
    }
    // Make an empty variable so that the rows can be built
    var row = []
    // Make the first row
    row[i]=e[i,0]
    // Make the remaining rows and get them in the form that geogebra will use
    for (var k=1; k<n; k++){
        row[i]=row[i] + "," + e[i,k]
        row[i]= "{" + row[i] + "}"
    }
    // Gather all our rows into one variable in the form geogebra will use
    if(i==0){
        matrix = matrix + row[i];}
    else {
        matrix = matrix + "," + row[i];}
}
```

Figure 3.5: Analyzing the Graph and Building the Matrix
Now that the Matrix has been created this code tells GeoGebra what to do with it and where to put it.

```java
// Tell geogebra to make the matrix
ggbApplet.evalCommand("text1=FormulaText["+matrix+"]")
// Make the matrix invisible
ggbApplet.setVisible("text1", false)
// Copy the matrix and tell geogebra where to place it
ggbApplet.evalCommand("text2=Text[ text1, (5.58, 1.7), false, true ]")
```

![Figure 3.6: Placing the Matrix in GeoGebra](image)

With the use of these two buttons a simple effective applet was created that might help students understand graphs and their adjacency matrices.

![Figure 3.7: Adjacency Matrix Applet](image)

### 3.2

**Tournaments, Score, and Kings**

This applet, presented now, was built to study an impartial combinatorial game called The Game of Thrones. The Game of Thrones is played on a specific class of graphs called tournaments. Tournaments are possibly the most well-known and heavily studied class of directed graphs. A **tournament** is a directed graph in which there is an arc between every pair of vertices; that is,
between any two vertices \( x \) and \( y \) either there is an arc from \( x \) to \( y \), denoted \( x \rightarrow y \), or an arc from \( y \) to \( x \), denoted \( y \rightarrow x \). If there is an arc from \( x \) to \( y \) we may say \( x \) beats \( y \). A well-known application of a tournament in the sports world is known as a round robin tournament, whence the “beats” terminology. In a round robin tournament each team plays every other team with no ties. The nature of a tournament leads to an ambiguous interpretation of the most dominant vertex. For example, examine the tournament in Figure 3.8. If the vertices represent sports teams and the arcs represent games played between the teams, then it is unclear which team is the “best”. Team \( A \) and team \( D \) both won two games. Team \( A \) beat team \( D \), however, team \( B \), which was beaten by team \( D \), beat team \( A \).

![Figure 3.8: A Tournament with 4 Vertices.](image)

In an attempt to determine the dominant vertices in a tournament mathematical sociologist H. G. Landau developed the notion of a king and proved that every tournament has at least one[7]. A king in a tournament is any vertex, \( v \), such that for every other vertex, \( x \), either \( v \rightarrow x \), or there exists a vertex, \( y \), such that \( v \rightarrow y \) and \( y \rightarrow x \). It is also valuable to note how many vertices a vertex beats. This is called the score of a vertex.

This applet can determine which vertices are kings and the score of each vertex. This applet was built so that data from the website of Brendan McKay of Australian National University can be used, [http://users.cecs.anu.edu.au/~bdm/data/digraphs.html](http://users.cecs.anu.edu.au/~bdm/data/digraphs.html). Dr. McKay stores tournaments as a string of 1’s and 0’s. These strings are the upper triangle of the tournament’s adjacency matrix. Figure 3.8 is an example of a tournament and its adjacency matrix. Notice that the diagonal entries are all 0 and if the entry \((i,j)\) is 0, then the entry \((j,i)\) is 1. For example, there is a 0 in row 1 column 2, and there is a 1 in row 2 column 1. This is because the beats relationship in a tournament is anti-symmetric. If the upper triangle of the matrix is known then the entire matrix can be generated. Dr. McKay would store the tournament in Figure 3.8 as the string “011000”
Figure 3.9: A Tournament with 4 Vertices and its Adjacency Matrix

which is simply the upper triangle of the matrix excluding the diagonal entries.

The applet consists of 4 buttons, an input bar, and instructions. The buttons are: Show Kings, Hide Kings, Show Scores, and Show Vertex Names. Each button and the input bar use JavaScript code to accomplish their tasks, each will be presented.

Input Bar

The input bar is used to copy and paste the tournament string and contains the code to build the tournament.

```javascript
//Delete Previously Existing Tournament
for (var i=0; i < 50; i++) {
    ggbApplet.deleteObject("V_{"+i+"}");
}
//Determine number of vertices from uppertriangle of adjacency matrix
var str = ggbApplet.getValueString("t");
var n = Math.floor((1 + Math.sqrt(8 * str.length() + 1)) / 2);
//Create n vertices evenly spaced and correct size
var v = 0;
for(var k =0;k<n;k++) {
    ggbApplet.evalCommand("V_{"+k+"}=(31;("+k+"*(360/"+n+") ))");
}
for(var m=0;m<n;m++){
    ggbApplet.setPointSize("V_{"+m+"}", 5)
}
//Use the uppertriangle of adjacency matrix to build relationships
for (var i=0; i < n; i++){
    for (var j=i+1; j<n; j++){
        var p=String(str.charAt(v))
        if (p == 49){
            //GeoGebra changes the 1 in the matrix to a 49. Don’t know why.
        }
    }
}
```
The Show Kings button analyzes the tournament and determines which vertices are kings, it then highlights those vertices. Recall that a king is a vertex, k, in a tournament, such that for every other vertex in the tournament, x, either k → x or there exists a vertex, y, such that k → y and y → x.

```javascript
// Find out how many vertices are in the tournament
var str = ggbApplet.getValueString("t");
var n = Math.floor((1 + Math.sqrt(8 * str.length() + 1)) / 2);
// For each vertex i does it beat each other vertex j?
// if not does it beat a vertex that does beat j?
function isKingOf(i, j){
    if(ggbApplet.exists("V_{"+i+"}") == false){
        return true;
    }
    if(ggbApplet.exists("V_{"+j+"}") == false){
        return true;
    }
    if(i == j){
        return true;
    }
    if (ggbApplet.exists("v_{"+i+","+j+"}")){
        return true;
    }
    for (var k=0; k < n; k++){
        if (ggbApplet.exists("v_{"+i+","+k+"}") && ggbApplet.exists("v_{"+k+","+j+"}"))
            return true; }
    return false;
}
function isKing(i){
    for (var j=0; j < n; j++){
        if (isKingOf(i, j) == false)
            return false)
    return false;
}
// If vertex i is a king change its color to red
for (var i = 0; i < n; i++) {
    if (isKing(i)) {
        ggbApplet.setColor("V_{"+i+"}",255,0,0);
    } else {
        ggbApplet.setColor("V_{"+i+"}",0,0,255);
    }
}

Figure 3.11: Show Kings Button Code

Hide Kings

This button changes all the vertices back to the same color.

// Find out how many vertices are in the tournament
var str = ggbApplet.getValueString("t");
var n = Math.floor((1 + Math.sqrt(8 * str.length() + 1)) / 2);
// Turn all vertices blue
for (var i = 0; i < n; i++) {
    ggbApplet.setColor("V_{"+i+"}",0,0,255);
}

Figure 3.12: Hide Kings Button Code

Show Score

This button analyzes the tournament to determine the score of each vertex. The score of a vertex is the number of vertices it beats.

// Find out how many vertices are in the tournament
var str = ggbApplet.getValueString("t");
var n = Math.floor((1 + Math.sqrt(8 * str.length() + 1)) / 2);
// Find out how many other vertices each vertex beats
for (var i = 0; i < n; i++) {
    var t = 0;
    for (var j = 0; j < n; j++) {
```javascript
if (ggbApplet.exists("v_{"+i+","+j+"}")) {
    t = t + 1;
}
// Change the label of the vertex to be the score
ggbApplet.evalCommand("SetCaption[V_{"+i+"},"+t+"\"]");
```

Figure 3.13: Show Score Button Code

Show Vertex Names

This button changes the visible labels on the vertices to their given names.

```javascript
// Find out how many vertices are in the tournament
var str = ggbApplet.getValueString("t");
var n = Math.floor((1 + Math.sqrt(8 * str.length() + 1)) / 2);
// For each vertex change it’s label to it’s name
for (var i = 0; i < n; i++) {
    ggbApplet.setLabelStyle("V_{"+i+"}", 0);
}
```

Figure 3.14: Show Vertex Names Button Code

3.3 Conclusion

With the use of JavaScript, GeoGebra can be a very useful tool for visualizing and analyzing graphs and tournaments. This may be useful for students. These applets represent a small portion of what is possible in GeoGebra. The applets can be accessed here: https://tube.geogebra.org/johndoe314?p=materials, but must be downloaded as they do not function properly on the website.
Visit [http://cs.anu.edu.au/~bdml/digraphs.html](http://cs.anu.edu.au/~bdml/digraphs.html) to get a tournament. The tournaments are stored as a string of 1’s and 0’s. Copy and Paste into the input bar and hit enter. Geogebra will build the tournament for you. When you use the show kings button the kings will appear red.
Now we discuss an impartial combinatorial game played on tournaments, the directed graphs presented in the previous chapter. The Game of Thrones is an impartial combinatorial game played on a tournament. There are some classic tournament results that form the basis of The Game of Thrones. These results and their proofs will be presented here for completion.

**Theorem.** *(Landau 1951)* Every tournament contains a king.

**Proof.** Let $T$ be a tournament. Let $x \in V(T)$ be a vertex with maximum score. Assume $x$ is not a king, then there is some vertex $y$ that beats $x$ and there is no vertex that beats $y$ and is beaten by $x$. Therefore, $y$ beats every vertex that $x$ beats, plus it beats $x$, so the score of $y$ is strictly greater than the score of $x$. This is a contradiction, therefore, $x$ is a king. 

**Definition.** A vertex with score $n - 1$ is called a source.

**Theorem.** *(Maurer 1980)* A tournament has exactly one king if and only if that king is a source.

**Proof.** Let $T$ be a tournament. Then if $x \in V(T)$ is a source we know that $x$ beats every vertex, and no other vertex will satisfy the conditions of a king. 

Now suppose $y \in V(T)$ is the only king, but is not a source. Then there is at least one vertex that beats $y$, by the proof of the previous theorem then we know that since $y$ is beaten it is beaten by a king. This is a contradiction, therefore $y$ is a source.

**Definition.** A *induced sub-tournament* of a tournament, $T$, is a tournament, $H$, that can be obtained by removing one or more vertices from $T$. This is denoted $H \subseteq T$.

These theorems and definitions are the basis for The Game of Thrones, a description of this game follows.
4.1

Game Play

The Game of Thrones is a two-player game played on a tournament. Players take turns removing vertices from the tournament. When a vertex is removed from the tournament the next player will play on the resulting induced sub-tournament. The game concludes when there is exactly one king remaining in the tournament. The winning player is the last player to move. An example game is shown in Figure 4.1, in each image the kings are colored light blue.

![Starting Position](image1)

![Position After First Move](image2)

![Position After Second Move](image3)

![Finishing Position](image4)

Figure 4.1: An Example Game in which the First Player Wins

4.2

A Winning Position

In order to win The Game of Thrones the induced sub tournament after your turn should contain a source, or a vertex with score \( n - 1 \) where \( n \) is the number of vertices in the current tournament. Therefore, if a tournament contains a vertex, \( x \), of score \( n - 2 \) then \( x \) is only beaten by 1 vertex and can therefore become a source with the deletion of a single vertex, although, there may be more than one vertex of score \( n - 2 \) in a tournament.
Sarah Mousley, a student of Dr. David Brown, proved in an Undergraduate Honors Thesis that the maximum number of vertices with score \( m \) in a tournament with \( n \) vertices is given by a function \( f(n, m) \).

**Theorem 4** (Mousley, 2013[9]). *Let \( m, n \) be integers with \( 0 \leq m \leq n - 1 \) and \( n \geq 1 \). Then*

\[
f(m, n) = \begin{cases} 
2m + 1 & \text{if } m \leq \frac{n-1}{2} \\
2n - 2m - 1 & \text{if } m > \frac{n-1}{2}
\end{cases}
\]

This leads to the winning position of The Game of Thrones.

**Theorem 5.** *Any tournament with at least one vertex of score \( n - 2 \) is a winning position for the first player (Player 1).*

*Proof.*** By Theorem 5, a tournament may have as many as 3 vertices of score \( n - 2 \). Now if a tournament only has a single vertex, \( x \), of score \( n - 2 \) Player 1 simply has to delete the vertex that beats \( x \). If a tournament has two vertices, \( x, y \), of score \( n - 2 \) then either \( x \) beats \( y \) or \( y \) beats \( x \). If \( x \) beats \( y \) then if Player 1 deletes \( x \) then \( y \) will be a source. If \( y \) beats \( x \), then if Player 1 deletes \( y \) then \( x \) will be a source. Finally, if a tournament contains three vertices, \( x, y, z \), of score \( n - 2 \) then they must have the following relationships: \( x \rightarrow y, y \rightarrow z, \) and \( z \rightarrow x \) or \( y \rightarrow x, x \rightarrow z, \) and \( z \rightarrow y \). Now if Player 1 were to delete \( x, y, \) or \( z \) from the tournament one of the remaining vertices would be a source. \( \square \)

**Definition.** A tournament is called *regular* if every vertex has the same score.

**Lemma 1.** *The regular tournament of order 5, denoted \( T_5^{(2)} \), is the smallest Player 2 optimal tournament.*

*Proof.*** All tournaments with 3 or 4 vertices contain a vertex of score \( n - 1 \), or \( n - 2 \) and are either in the terminal or winning position respectively by Theorem 6. Every tournament with 5 vertices except \( T_5^{(2)} \) also contains a vertex of score \( n - 1 \) or \( n - 2 \) and is either in the terminal or winning position respectively by Theorem 6. \( \square \)

**An Application**

Theorem 6 can provide some interesting sociological and political science applications. Restricting the possible moves to only allow a player to remove kings from the tournament, creates
a variant of the game that models something like assassination and captures the idea that some object wants to be the sole king. Other versions of the game grant the model the flexibility to conform to many different applications. Define a tournament as \textit{unstable} if it can be won in a single move. An unstable tournament representing a real power structure clearly facilitates competition for complete dominance over other objects in the tournament via the single object whose deletion yields a source. Define a tournament as \textit{stable} otherwise. Then Theorem 6 may suggest strategic considerations regarding power structures developed to prevent singular domination (a single king), such as a democratic government. There are no stable tournaments that have 3 or 4 objects. The smallest stable tournament contains 5 objects. Suggesting that a stable democratic government should be built on 5 branches rather than 3.

4.3 Tournament Optimality Classification

In this section a way to iteratively determine if a tournament is Player 1 optimal (N position in the parlance of The Sprague-Grundy Theorem) or Player 2 optimal (P position). In order to present this, some notation and definitions will be presented. First, $\Delta(T)$ is the highest score in the tournament, $T$. The \textit{order} of a tournament is the number of vertices in the tournament. A tournament of order $n$ may be called an $n$-tournament.

\textbf{Definition.} Let $T$ be a tournament of order $n$ such that $\Delta(T) \leq n - 3$, then define $S_n$ by:

$$S_n = \{ T : H \not\cong T, \forall H \in S_{n-1} \}$$
Lemma 2. The elements of $S_n$ are the only Player 2 optimal tournaments of order $n$.

Proof. By Lemma 1, $T_5^{(2)}$ is the only Player 2 optimal tournament of order 5. Now consider the set, $A$, containing all tournaments of order $n$. Then $A$ can be partitioned into the following sets

\[ \begin{align*}
B &= \{ T : T \in A \text{ and } \Delta(T) = n - 1 \} \\
C &= \{ T : T \in A \text{ and } \Delta(T) = n - 2 \} \\
D &= \{ T : T \in A, T \notin B, \text{ and } T \notin C \}
\end{align*} \]

The elements of $B$ are terminal positions of the game and by definition are not in $S_n$. The elements of $C$ are Player 1 optimal by Theorem 6, and by definition are not in $S_n$. Now partition $D$ into two sets

\[ \begin{align*}
S_n &= \{ T : \text{does not contain } H \forall H \in S_{n-1} \} \\
W_n &= \{ T : \exists H \text{ such that } T \text{ contains } H \text{ for } H \in S_{n-1} \}
\end{align*} \]

The elements of $W_n$ are Player 1 optimal because by the induction hypothesis $H \in S_{n-1}$ are Player 2 optimal. This implies that Player 1 can delete some vertex in $T$ to obtain $H$ and therefore Player 2, now playing on $H$, cannot win. Likewise, the elements of $S_n$ are Player 2 optimal since by the induction hypothesis $S_{n-1}$ contains all Player 2 optimal games of order $n - 1$. Therefore, there is no vertex in $T$ that Player 1 can delete to force Player 2 to play on a Player 2 optimal tournament.
Therefore, by induction the elements of $S_n$ are the only Player 2 optimal tournaments of order $n$.

The sets described in the proof of Lemma 2 have been generated up to order 8 using SAGE. The code and the tournaments in $S_n$ will be provided in Appendix A. A summary of these sets is provided in Table 4.1.

Table 4.1: Sizes of the Sets Described in the Proof of Lemma 2, for Tournaments up to Order 8.

| $n$ | $|A|$ | $|S_n|$ | $|W_n|$ | $|B|$ | $|C|$ | $|S_n|/|A|$ |
|-----|------|------|------|------|------|----------------|
| 5   | 12   | 1    | 0    | 4    | 7    | $\frac{1}{12}$ |
| 6   | 56   | 5    | 5    | 12   | 34   | $\approx \frac{1}{10}$ |
| 7   | 456  | 46   | 114  | 56   | 240  | $\approx \frac{1}{10}$ |
| 8   | 6880 | 1277 | 2447 | 456  | 2700 | $\approx \frac{1}{5}$ |

Conjecture. As $n \to \infty$,

$$\frac{|S_n|}{|A|} \to \frac{1}{2}.$$  

**Theorem 6.** A tournament, $T$, of order $n \geq 6$ is Player 2 optimal if and only if $T$ does not contain a vertex of score $n - 2$ and does not contain a subgraph in $S_{n-1}$.

**Proof.** Let $T$ be a tournament of order $n \geq 6$ that does not contain a vertex of score $n - 2$ and does not contain a subgraph in $S_{n-1}$. Then by Lemma 2 we know that $T \in S_n$ and is therefore Player 2 optimal.

Let $T$ be a Player 2 optimal tournament then by Lemma 2 $T \in S_n$ and by the definition of $S_n$ we know that $T$ does not contain a vertex of score $n - 2$ and does not contain a subgraph in $S_{n-1}$.

**Remark.** Theorem 6 also provides a winning strategy, although this strategy is dependent on the construction of the set $S_{n-1}$. The strategy is as follows:

For any given $T$ Player 1 should take the following steps

1. Determine if $\Delta(T) = n - 1$. If this is the case the game is in the terminal position and cannot be played.

2. Determine if $\Delta(T) = n - 2$. If this is the case Player 1 should identify a vertex, $x$, of score $n - 2$, and delete the vertex that beats $x$. Then $T - x$ now contains a source and the game is finished.

3. If (1) and (2) do not apply to $T$ then determine if $T$ contains $H$ for any $H \in S_{n-1}$. 

Figure 4.4: All Tournaments in $S_6$

- If $T$ does contain some $H \in S_{n-1}$ then Player 1 can delete a vertex of $T$ to obtain $H$. Then Player 2 cannot win because $H$ is Player 2 optimal.
- If $T$ does not contain any $H \in S_{n-1}$ then Player 1 can not win because $T$ is Player 2 optimal.

4.4

Sprague-Grundy Theorem and The Game of Thrones

The Game of Thrones is an impartial combinatorial game, and as such is subject to The Sprague-Grundy Theorem. An example of how to apply The Sprague-Grundy Theorem to The Game of Thrones will be presented. Examine the tournament in Figure 4.5.

Recall, the vertices of the Sprague-Grundy graph will be labeled using the following algorithm. Start by labeling all vertices with no arcs leaving them “P”, these are the terminal (final) positions of the game. Next label any vertex with an arc pointing to a “P” vertex as “N”. Then label any vertex only pointing to “N” vertices as “P”. Repeat these steps until every vertex is labeled. The Sprague-Grundy Graph for this particular tournament is depicted in Figure 4.6.

The graph in Figure 4.6, shows that all “P” positions are terminal positions except one. In this case the “P” that is not terminal is $T_5^{(2)}$. The strategy suggested from The Sprague-Grundy Theorem is the same as the strategy suggested from our Optimality Classification, namely, that we search a tournament for specific sub-tournaments. Building The Sprague-Grundy Graph gives
another way to build the set $S_n$. Therefore, while The Sprague-Grundy Theorem certainly applies to The Game of Thrones we did not learn anything new about the game.
4.5 Future Work

There are many directions future work on The Game of Thrones can take. First, if $S_n$ can be characterized then a winning strategy that does not depend on the construction of $S_{n-1}, S_{n-2}, \ldots, S_5$ can be discovered. Second, as described in Chapter 0 this work was spawned from a presentation given by Larry Langley. At this presentation Dr. Langley defined a new class of vertices in a tournament that he called Heirs.

**Definition.** An heir is a vertex that is not a king, but when a particular king is removed, it becomes a king.[4]

Heirs may play a role in the winning strategy or losing position of The Game of Thrones, but it has not been discovered. This is a possible area of future work. Third, we can try to develop, or use an existing algorithm to allow a computer to play the game quickly. Algorithms such as alpha-beta pruning may be useful. This pursuit might also lead to some structural clues about the game. Last, there are many possible variations of this game, a select few follow.

**Definition.** A tournament is strong if for any two vertices, $x$ and $y$, there is a path from $x$ to $y$ and there is a path from $y$ to $x$.

**Definition.** Given a tournament $T$ a set $S \subseteq V(T)$ is called a dominating set if every element $x \in V(T)$ is either in $S$ or is beat by a vertex $y \in S$.

- Starting with a strong tournament players remove vertices until the tournament is no longer strong.
- Starting with a strong tournament players remove vertices of a dominating set until the tournament is no longer strong.
- Starting with any tournament players remove vertices until there is exactly one royal pair as defined by McKenna, Morton, and Sneddon[8].
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SAGE code used to generate $S_n$ up to order 8.

```
sage: for g in digraphs.tournaments_nauty(5, max_out_degree=2, min_out_degree=2):
    S5 = g
sage: Check6 = list()
sage: for g in digraphs.tournaments_nauty(6):
    x = vector(g.out_degree())
    if max(x) < 4:
        Check6.append(g)
    
sage: for g in range(len(Check6)):
    Check6[g].name("6 Graph-"+str(g))

sage: len(Check6)
// Output: 10
sage: S6 = list()
sage: W6 = list()
sage: for g in Check6:
    if g.subgraph_search(S5) is None:
        S6.append(g)
    else:
        W6.append(g)

sage: print len(S6)
// Output: 5
sage: print len(W6)
// Output: 5
sage: for g in S6:
    g.dig6_string()

sage: Check7 = list()
sage: for g in digraphs.tournaments_nauty(7):
    x = vector(g.out_degree())
    if max(x) < 5:
        Check7.append(g)

sage: for g in range(len(Check7)):
    Check7[g].name("7 Graph-"+str(g))

sage: len(Check7)
// Output: 160
sage: tempW7 = list()
sage: for g in Check7:
    for h in S6:
        if g.subgraph_search(h) is not None:
            tempW7.append(g)

sage: W7 = list()
sage: for i in tempW7:
    if i not in W7:
        W7.append(i)
```

APPENDIX
```python
sage: S7=list()
sage: for i in Check7:
    ...    if i not in W7:
    ...        S7.append(i)

sage: print len(S7)
sage: print len(W7)
//Output: 46
//Output: 114
sage: for g in S7:
    ...    g.dig6_string()

sage: Check8=list()
sage: for g in digraphs.tournaments_nauty(8):
    ...    x=vector(g.out_degree())
    ...    if max(x)<6:
    ...        Check8.append(g)

sage: for g in range(len(Check8)):
    ...    Check8[g].name("8 Graph-"+str(g))

sage: len(Check8)
//Output: 3724
sage: tempW8=list()
sage: for g in Check8:
    ...    for h in S7:
    ...        if g.subgraph_search(h) is not None:
    ...            tempW8.append(g)

sage: W8=list()
sage: for i in tempW8:
    ...    if i not in W8:
    ...        W8.append(i)

sage: S8=list()
sage: for i in Check8:
    ...    if i not in W8:
    ...        S8.append(i)

sage: print len(S8)
sage: print len(W8)
//Output: 1277
//Output: 2447
sage: for g in S8:
    ...    g.dig6_string()
```

Figure 4.7: The SAGE Code used to Generate the Sets $S_n$ up to Order 8.

The SAGE code not only counts the number of tournaments in $S_n$, but it also generates all of the tournaments. These tournaments can be encoded in a format called DiGraph6, that represents each graph as a string of characters. The tournaments in each $S_n$ are included here in DiGraph6 format, these tournaments can be generated in SAGE from the DiGraph6 string using the DiGraph() command.