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ABSTRACT
Despite proliferated efforts to integrate computer science in elementary education, there is a dearth of studies that synthesize the current state of CS education research in formal educational contexts, specifically in upper elementary classrooms. Further, while numerous studies have investigated approaches and strategies that broaden participation in computing, the majority of them focus on secondary and post-secondary settings. The present study uses a systematic literature review process to review research conducted with students in formal classroom settings in grades 4, 5, and 6 and published since 2013. We review the research through two questions: What are barriers to broadening participation in CS in upper elementary (grades 4-6)? What instructional approaches and strategies help broaden participation in CS in upper elementary (grades 4-6)? A systematic search of the literature highlighted approaches used for broadening participation, including using various teaching media, designing scaffolds in instruction, and integrating into other subject areas. We conclude by identifying gaps in the research and identifying areas for further research.
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1 INTRODUCTION
Owing to the increasing demand for computing skills, computer science (CS) education has gained significant attention over the last few decades. As a result, research in the field of CS education has grown rapidly, bringing forth issues around the lack of equity and diversity in student participation rates in CS instruction. In response, various approaches of introducing learners to CS have been developed for use in formal education. For example, CS activities that aim to reduce the risks of the stereotypes associated with computing have been developed [10]. Others have argued for integrating CS into existing school curricula to avoid increasing the workload for teachers as well as the learners [45, 60]. At national levels, for example, the U.S. National Science Foundation (NSF) [13] and the Royal society [50] in the United Kingdom, support research on fostering equitable participation in CS education. Such efforts have resulted in a proliferation of new CS education research, creating a need to synthesize the current state of the field in terms of research findings.

2 RELATED WORK
There have been prior reviews of the CS education literature. Some focused on defining and elaborating computational thinking (CT) concepts [5, 53, 60]. These reviews synthesized findings of the current state of research (see Table 1) to capture the progress in this young and rapidly accelerating field [6, 20, 37]. However, the literature in the field is growing at an ever-increasing pace, renewing the need to review and synthesize recent research.

Lye & Koh [37] emphasized the need for research in naturalistic classrooms. Rich et al. [48] identified a need for grounding claims in student data. Buitrago Flórez et al. [6] recommended focusing on elementary and later grades as upper-elementary learners are especially receptive to new ideas [31]. While the present study builds on these suggestions, it also differs from existing review efforts in multiple ways. Upper elementary education presents a different set of challenges than the younger (K-3) and the later levels of schooling [47]. Furthermore, few reviews present a detailed view of CS in formal school settings, which compared to informal contexts, are less likely to be skewed towards students from more privileged backgrounds [9]. The field also lacks a systematic literature review focusing on the issues of broadening participation in CS at the K-8 level (see Table 1). Thus, the goal of the present review is to explore the research being conducted in formal CS education settings, specifically, upper elementary classrooms (grades 4-6). This review is guided by two research questions:

(1) What are barriers to broadening participation in CS in upper elementary (grades 4-6)?
(2) What instructional approaches and strategies help broaden participation in CS in upper elementary (grades 4-6)?

3 METHODS
In order to conduct this systematic review, we drew from Alexander [2], who defines systematic literature reviews as a search of literature that addresses an issue of importance to the field and answers an unanswered critical question. Steps in a systematic literature
was discovered they did not meet the inclusion criteria. The first RQ reviews barriers identified for the design of instruction. The first RQ reviews barriers identified for the analysis and were included in the present study.

Table 1: Prior Literature Reviews

<table>
<thead>
<tr>
<th>Previous work</th>
<th>Age Focus</th>
<th>Goals of review</th>
</tr>
</thead>
<tbody>
<tr>
<td>Weinert et al. (2016) [60]</td>
<td>K-12</td>
<td>Defining CT based on how it is integrated in Science and Math</td>
</tr>
<tr>
<td>Shute et al. (2017) [53]</td>
<td>K-12</td>
<td>Reviewing how CT is assessed</td>
</tr>
<tr>
<td>Buitrago Flórez et al. (2017) [6]</td>
<td>All levels</td>
<td>Reviewing how programming is being taught</td>
</tr>
<tr>
<td>Waite (2017) [58]</td>
<td>K-12</td>
<td>Summarizing existing review papers and new studies</td>
</tr>
</tbody>
</table>

review include: formulating a search approach and establishing inclusion criteria; consolidating and summarizing challenges, including charting the relevant characteristics of literature and creating informative groupings; and interpreting and communicating challenges. The final step involves identifying significant patterns and trends.

3.1 Sources of Literature

Several keywords and combinations of keywords (e.g., “computing” OR “computational thinking” AND “curriculum” AND “elementary” OR “K-6”) were used to find literature in the following databases: Education Source, Educational Resources Information Center (ERIC) (via EBSCOhost), and the ACM Digital Library. SCOPUS was used to search within a set of influential scholarly journal databases.

3.2 Analysis of Fit

Our search resulted in a total of 1250 articles across all of the databases. The appropriateness of the articles was based on the inclusion criteria (Table 2). 1025 articles were deleted after reviewing the abstracts as they did not meet our criteria and 51 were dropped because they were duplicates (see Figure 1). Of the 174 articles, another 96 were deleted after a second round of reading where it was discovered they did not meet the inclusion criteria. The first author carried out the search, read and applied inclusion criteria to abstracts, and qualitatively reviewed the 78 articles that fit the criteria. Twenty-eight articles were flagged as being borderline and not fitting the research questions. All three authors reviewed the applicability of the research questions to findings and determined the 28 articles were not relevant. In the end, 50 articles were selected for the analysis and were included in the present study.

4 FINDINGS

4.1 Effect of Prior Mathematical Skills

Some studies have found that students’ mathematics skills are correlated with CS learning [18, 21, 51]. A small posttest-only design study (n = 31) found that the ability to perform numerical operations had a higher correlation with CT skills for students in the lower grades than it did for the students in the upper grades [56]. Scratch, which is a popular programming environment, requires knowledge of math concepts of coordinate planes, negative numbers, percentages, and decimal numbers [23]. A quasi-experimental study that spanned over six weeks [18] (n = 74) found prior math achievement to be correlated to pre-scores on a CT assessment but not to post-scores. This suggests that baseline math skills did not predict improvement on CT assessment.

4.2 Effect of Prior Language and Literacy Skills

While prior language and literacy skills have been identified as a barrier to participation in CS, the findings on the effects of these skills on CS learning are not conclusive. One quasi-experimental study (n = 296) that spanned over a school year found a correlation between CS ability and reading proficiency [51]. Another study (quasi-experimental, n = 54) also found that English Language Learners (ELLs) had smaller gains in computing knowledge compared to other learners [21]. However, a group of aforementioned studies that used unplugged activities (CS activities completed without computers [10]) [56] and non-programming tasks [18, 19] before the introduction of plugged programming, found language ability did not affect CS performance. It is possible that the introductory tasks in these studies helped students establish familiarity with programming terms before moving to programming tasks. More research is needed on the relationship between language and literacy skills and programming in order to identify approaches that help less proficient readers and ELLs to equitably participate in programming. Further, identifying foundational literacy skills that are prerequisites to the development of programming skills is another understudied area of research.

4.3 Gender Differences

In a study that analyzed video and screen recording data (n = 26), boys were found to be more likely than girls to engage in CS activities at the elementary school level [55]. Multiple studies in the reviewed literature examined this challenge. In one study, students in grades 3-6, across twenty schools (n = 1140), participated in a 30-minute coding lesson and completed a survey [30]. Boys reported higher perceived competence in coding than girls. In a different (n = 559) year-long study, girls underestimated their achievement in CS [10]. In the same study, girls took longer to complete their tasks.
than boys. The study’s authors ascribed this to girls feeling less comfortable with making coding mistakes. In a quasi-experimental study (n = 171) that spanned over 17 weeks, the CT scores of boys improved significantly both in boy-girl and boy-boy pairings [59], compared to girls whose CT scores significantly improved only in boy-girl pairings. A small (three lessons, n = 53) pre-test and post-test study [8] found that after an unplugged unit (CS activities completed without computers [10]), girls scored higher than boys on questions that were rated as more difficult. Two other aforementioned studies that used unplugged approaches also reported overall higher average scores for girls than boys, but the differences were not significant [10, 21]. In a 10-week (n = 53) study that used novel programming approaches did not report on gender differences related to learning. This could be a result of reporting or publication bias. It is possible that studies in which boys perform better than girls are less-frequently published.

RQ2: What instructional approaches and strategies help broaden participation in CS in upper elementary (grades 4–6)?

Our second RQ focused on instructional approaches for broadening participation in CS at the upper elementary level.

4.4 Instructional Materials and Context

As reported in the previous section, some unplugged and novel approaches to CS had positive effects on girls’ attitudes and performance. Accordingly, many studies focus on instructional materials in designs that broaden participation. Unplugged CS activities have been found to offer advantages over plugged CS when introducing programming concepts to novices because they remove barriers associated with the use of computers [10, 34, 43]. In a study (eight hour-long lessons, n = 47) that compared students’ learning in an unplugged CS unit to students who completed a ‘plugged’ unit in Scratch [49], the authors did not find any statistical differences in outcomes between the two groups/approaches. In a smaller study (two 90-minutes sessions, n = 11) that also compared students’ learning in unplugged and ‘plugged’ instructional contexts [1], the unplugged group performed better on rule construction whereas the plugged group reported a better understanding of the syntax of the code, which was attributed to the programming environment’s dynamic feedback.

We identified multiple examples of instructional materials that use unplugged CS: board games [4, 34, 35, 43, 56], stories and scenarios [4, 8, 35, 39, 43, 54], non-digital tangible materials such as LEGO’s [15], electronic MakeMe blocks [29], and paper and pencil activities on printed pages [1, 4, 10]. Such instructional approaches have the potential to increase the participation of girls and demographics that are generally underrepresented in CS. However, there is a need for research that explores whether plugged programming environments provide affordances that the unplugged media cannot provide. Further research is also needed on how students transition from unplugged to plugged instruction and how it affects learning. We only found two studies that addressed the transition from unplugged to plugged. In one study (seven 30-minute lessons), the instructors made explicit links between the unplugged and plugged contexts in order to facilitate the transition. Using qualitative (n = 1) [52] and quantitative (n = 87) [34] analyses, the study reported positive results of the approach. In a quasi-experimental study at a middle school (n = 74, 20 sessions), students engaged in non-programming digital activities before they engaged in programming tasks in order to support their early conceptual CS skill development [18, 19]. The study reported positive results. However, supporting the transition from non-programming media to programming environments remains an understudied area.

4.5 Visual Block-Based Programming Environments (VBBPE)

In visual block-based programming environments (VBBPE) [61], users write programs by manipulating graphical elements (i.e.,
blocks) as opposed to using text-based syntax. VBBPEs are popular ways to introduce novices to programming [61]. They have visually different representations for events, loops, conditionals, and other programming structures [51]. VBBPEs are also better suited to introduce concepts that are considered advanced in text-based languages, such as parallelism [61], which allows computers to run multiple instructions of code in parallel.

Despite research that supports VBPEs as a strategy for broadening participation, some programming concepts are difficult, even if they are presented via VBPEs. For example, in a qualitative study that used printed scratch blocks on LEGO bricks [15], students struggled with the concept of the orientation of a Scratch sprite (a programmable graphical element or character in Scratch). In order to guess the direction the sprite would face, students often used their own body’s orientation rather than the sprite’s orientation. In the same study, students made multiple sequencing errors and struggled with loops. If there were multiple instructions inside a loop, they would repeat the first instruction multiple times before moving on to the next instruction and repeating it, and so on. In a study that reported observations from five different schools, students in the 4th grade were given pre-populated Scratch projects to modify. The students struggled with recovering elements that they accidentally deleted [24].

In VBPEs, the real functionality of commands can differ from what the users expect [23]. For example, a multi-school (N = 1385) study reported that some students expected the placement of the script in the scripting area to influence the movement of their programmable character [23]. The study also found that students can struggle with understanding the purpose of Scratch blocks that do not make a noticeable change in the output. Some features such as painting the stage or sprites can distract students from engaging in programming tasks [24].

Research has also identified programming concepts that are not well represented in VBPEs. For example, the wait blocks in Scratch often affect the execution time of the scripts, leading to the incorrect assumption that the speed of the computer can be manipulated [61]. Another example is the concept of initialization. [23] also found that when students were asked to reset their programmable sprites, they added code towards the end of their scripts to make them run back to the starting line, instead of initializing the variables at the start of the program. In the same study, they found that about half of the Scratch programs created by students were programmer controlled and non-interactive, which suggests that students did not consider how someone else would use their program.

If educators are aware of the challenges students face when using VBPEs, they can address them during instruction. For example, Franklin et al. [14] suggested explicitly mentioning how the concepts in VBPEs relate to text-based languages. Examples include linking initialization to the green flag in Scratch, and using absolute blocks and absolute values to reproduce the same output every time instead of relative blocks whose output depend on the current state. Another strategy is to explain the syntax of text-based programming [21] to students. Finally, one study recommended that teachers de-emphasize blocks that cause confusion [61]. For example, the effect of the wait command on the execution of instructions should be de-emphasized to avoid the misconception that the computer speed can be manipulated.

### 4.6 Scaffolding Instruction

Scaffolding (providing instructional support) is another strategy used for broadening participation in CS. An example of scaffolding is teaching how to read and interpret programs written by others [1], which is also intended to help learners write their own programs. Another example of scaffolding is “use-modify-create” sequence, a progression where learners first use existing code, then transition to modifying existing code, and then finally create their own code [33]. In a short (n = 160, 4 lessons) quasi-experimental study [38], the use-modify-create approach led students to finish their designated tasks earlier than planned, which gave them time to add additional elements to their programs and engage in teacher-led discussions about connections of code to other class topics. As a result of scaffolded design, teachers felt more confident in their ability to teach and students were more likely to take ownership of their code. A study that analyzed video data of three focal students [46] recommended adding scaffolds that help students collaborate.

### 4.7 Sequencing CS Concepts

Another strategy used to broaden participation is to introduce computing concepts in the order of simple to more challenging. Studies identified sequences as the easiest concept [21], even for 4th grade learners [16], followed by conditionals [21, 45] and abstraction [45]. Variable manipulation [21] and initialization [16] are thought to be more difficult concepts. [19] examined the appropriateness of introductory CS concepts and recommended introducing boolean operators and repeat-until loops earlier in lessons as these are frequently used in free choice projects.

### 4.8 Integrating CS In Other Subjects

Research suggests that integrating CS activities into other subjects lowers the barrier to the adoption of CS [12]. Some findings support the idea of integration whereas others do not.

In a study (3 lessons, n = 51), CT-infused curricula raised attainment in grammar and sentence structure [28]. In a 5-day language learning camp (n = 34, pre-test and post-test), coding was integrated into activities, found that students thought more deeply about the language after the unit [7]. In the same study, students reported an increase in self-efficacy, but their interest in programming dropped and the camp did not attract female participation. A different study that integrated CS into math as well as into social studies (n = 129, four weeks), reported that integration of programming in social studies resulted in nearly double the effect size in terms of improvement in academic performance as compared to math [40].

Studies on the integration of CS into math report mixed outcomes. For example, the integration of math and geometry concepts into CS resulted in a positive outcome of students asking more questions about angles and polygons [10]. Similarly, in a study that used Scratch to teach least common multiples and greatest common divisors, students’ knowledge of these concepts improved significantly [49]. On the other hand, in a study that asked 358 participants about the connection of programming to other subjects, only four participants saw a connection between math and CS [62]. This suggests that math ideas in programming are often hidden, and instruction should make this connection more explicit. Furthermore,
lessons that fail to make the connections between CS and math remain at the risk of being removed from the curriculum by the teachers [12, 27]. In a year-long study conducted in Germany, the experimental group who was taught CS integrated into physics and mathematics, performed worse than the CS-only group on a programming knowledge test [44]. The authors of the study suggested introducing students to the programming context first and moving to integration once the students have gained the necessary programming skills. Another study [27] also recommended introducing programming concepts before math-integrated programming tasks.

4.9 Creative Choice in Instruction

Another strategy for broadening participation is through creative choice, which we define as enabling students to make choices in the process of creating their computer programs. Multiple studies found that creative choice in tasks was favored by students [25, 31, 38, 57]. In addition, giving students a large problem space and creative choice resulted in better engineering solutions [63], supported exploration and encouraged the use of prior knowledge [17, 32], increased student ownership of the code [41], and stimulated discussions between students [57].

There are a variety of ways to afford creative choice to students. The act of making can provide deeper understanding, reflecting, creativity, and sharing, and the tangible objects can be used as “objects-to-share-with” [29]. Another way is to use sensors to collect data from the physical environment, helping students make connections between data and the underlying activity [17, 32]. Allowing students to personalize the different aspects of the learning is another way of increasing student engagement in computing activities. One study (n = 75, three 4-hour sessions) reported that students liked creating their own avatars, creating their own music, and experimenting with programming rules [25]. Enabling students to customize their in-activity characters may help them remember and understand computing concepts better [36], and improve their motivation [42]. An interesting finding related to avatar creation is that most students in the experiment created a character having the same gender and skin color as themselves [36].

Despite all the benefits of allowing students to practice creative choice, it imposes time-related, monetary, and instructional demands. In a study that used e-textiles to encourage students to use their creativity in computing tasks, the authors noted that the equipment was expensive, and teachers required competency with e-textiles [26]. Units that allow students to practice creative choice need unstructured time between activities for teachers to attend to individual student needs [22] and help students solve issues in their programs [32]. Exploratory learning also requires flexible scaffolds such as instructor-led discussions and should enable learners to ask questions and observe others [32]. Furthermore, students may also need unstructured time to get into creative headspace [10, 26].

Findings suggest that it is beneficial to limit the creative choice that students can practice. Giving students too much freedom can result in confusion for students [41]. In the study that used sensors for collecting data from the environment, the sensors put a natural constraint on what could be measured, which helped limit the scope of the unit [17]. One way of constraining the activities while allowing creative choice is to differentiate between the required and the optional tasks. This may encourage students to complete the required tasks before working on the additional tasks [15].

5 DISCUSSION

We set out to systematically review the recent research being conducted in formal CS education settings, specifically upper elementary classrooms. We summarized the barriers to broadening participation in CS and the instructional approaches that help broaden participation in CS. In this section, we discuss these findings in the context of implications for the design of instruction and future research.

5.1 Implications for the Design of CS Instruction

This review highlighted that there is a myriad of instructional materials and approaches available for teaching CS at the upper-elementary levels of schooling. It also revealed that certain materials (e.g., unplugged) and activities (e.g., non-programming activities) can positively influence the participation of girls and ELLs. Thus, educators and instructional designers should pay special attention to the choice of materials and instructional approaches. Allowing students to make their own choices during programming can improve student attitudes toward programming. To improve their experience, novice learners should be introduced to easier programming concepts (e.g., sequencing) before they are introduced to more difficult ones (e.g., conditions, abstraction). One should also be aware that certain block-based programming environments can impose barriers to learning for students who struggle with math concepts. Instructional design should incorporate math scaffolds for these students. Furthermore, in instances where CS is integrated into math and vice versa, the instruction should draw clear connections between math and CS concepts.

5.2 Implications for Future Research

This review identified areas in CS education research that require more attention. We argue that research conducted in formal upper elementary classrooms should attend to issues of inequitable participation. For example, gender is an important factor that often correlates with attitudes toward and performance in CS. Thus, research presenting novel instructional approaches should also report results stratified by gender.

Further, non-computing media and activities are promising ways to familiarize novice learners with programming terms and concepts before they are introduced to programming. However, findings suggest that novice programmers can struggle when they transition from these introductory tasks to programming tasks, and there is a dearth of research that studies this phenomenon. Finally, literacy skills can affect participation in CS, however, there is also a dearth of research that aims to identify foundational literacy skills required for learning to program.

6 CONCLUSION

This review contributes to the CS education research by identifying underlying factors that may deter upper elementary students from participating in CS. It also comes with some limitations. Although we added contextual information such as the study’s sample size
and design, other information such as learners’ gender, race, appropriateness of methods, etc were not always reported. Thus, beyond the inclusion criteria, it is up to the reader to assess the claims of the research synthesized in this review. Despite the limitations, we hope that the highlighted approaches identify ways to make participation in CS more appealing to a wide array of learners in that they help inform the choice of instructional materials and media used for teaching CS, teaching strategies, CS content, and ways to integrate into non-CS subjects. Our findings also helped identify areas that are inconclusive and/or require more research. In this way, we help set the direction of future CS education research.
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